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Abstract. A new e-Commerce fair exchange protocol is presented in this paper. 
The protocol is for exchanging payment with digital product (such as computer 
software) between customer (C) and merchant (M). It makes use of Trusted 
Third Party (TTP) but its use is kept to minimum when disputes arise. In this 
respect it is an optimistic fair exchange protocol. A new idea, in which if the 
parties are willing to exchange then they are encouraged to be honest, is origi-
nated in this protocol. The protocol has the following features: (1) It comprises 
four messages to be exchanged between C and M in the exchange phase; (2) It 
guarantees strong fairness for both C and M so that by the end of executing the 
protocol both C and M will have each other’s items or no one has got anything; 
(3) It allows both parties (C and M) to check the correctness of the item of the 
other party before they send their item; (4) It resolves disputes automatically 
online by the help of the Trusted Third Party (TTP); and (5) The proposed proto-
col is efficient in that it has a low number of modular exponentiations (which is 
the most expensive operations) when compared to other protocols in the literature.  

1   Introduction 

When exchanging digital products and payments over the internet, Merchants (M) and 
Customers (C) want to be sure that the exchange will be fair thus ensuring that C will 
receive the right product and M will get the correct payment. Fair exchange also 
means that if either or both parties are dishonest then both parties will receive each 
other’s items or neither will receive anything.  

There are three main processes involved in fair exchange of digital products and 
payments: 

1. C sends the payment to M; 
2. M send the digital product to C; and 
3. Dispute resolution if something goes wrong. 

Processes 1 and 2 can be carried out in either order, so C sends the payment to M 
and then receives the digital product or M sends the digital product to C and then 
receives the payment. 

This paper will firstly discuss the literature on related work, and then present the details 
of the ECMH (Encouraging Customer and Merchant Honesty) protocol, and then evalu-
ates the protocol by analysing different scenarios and comparing it against existing  
protocols. 
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2   Review of Literature 

There is a number of fair exchange protocols described in the literature [5, 7, 10, 9, 3, 
4, 1, 2, and 12].  

Fair exchange protocols can be divided into two types: those that do not involve a 
trusted Third party (TTP); and those that do. This paper is concerned with the later 
type where the TTP takes all or some of the following roles: (1) ensures fairness in 
the exchange, (2) acts as certificate authority that is trusted by all parties, and (3) 
resolves disputes and/or validates items. 

Protocols that involve a TTP can be of two types. The first type (such as [6]) uses a 
TTP for delivering the exchanged items. This involves each party sending their item 
to a TTP and the TTP delivering them to the parties. Involving a TTP will guarantee 
the fair exchange of items, but it has some drawbacks. The TTP could be the source 
of a bottleneck [10], it must always be available [8], and if the TTP crashes, the pro-
tocol will not deliver the items properly.  

The second type is the protocols (such as [1, 2, 12, 5, 7, 10, 9, and 3]) where there is 
minimal use of the TTP, usually when something goes wrong. In these protocols the two 
parties directly exchange their items and the TTP only gets involved to resolve disputes. 
This type of protocol is called "Optimistic fair exchange protocols" [3]. 

The Ray et al [9] optimistic fair exchange protocol allows each party to verify 
whether the item they are going to receive from the other party is indeed the item they 
want, and this is done before receiving the item. A merchant (M) uploads the digital 
product to a TTP who encrypts it; the customer (C) downloads the encrypted digital 
product from the TTP to compare it with the digital product that will be received from 
M. The actual interaction between C and M in this protocol consists of four messages: 
C sends to M the first message which contains the purchase order and payment token 
that are encrypted; M sends a message to C which includes the encrypted digital 
product; C sends a message to M which includes the decryption key for the payment 
token; and finally M sends the decryption key of the product. If C has a dispute, then 
C contacts the TTP to resolve it. C needs to download the product twice (from TTP 
and then from M), so this will be a communication overhead. 

Asokan et al [3] propose a generic optimistic fair exchange protocol that is suitable 
for exchanging signatures, confidential data or payments. If the items to be exchanged 
are payment and a digital product, the protocol can be explained as follows: a mer-
chant (M) and a customer (C) promise to exchange their items using 2 messages; C 
sends the payment to M; M sends the digital product to C. If anything goes wrong 
then the TTP will cancel the payment. If the TTP is not able to do so then the TTP can 
provide an affidavit proof to be used in court to resolve the disputes. This protocol 
seems to be not the best solution for exchanging digital products fairly as TTP will 
not be able to resolve the disputes online.  

The Zhang et al [12] fair exchange protocol for exchanging two valuable docu-
ments (the two documents can be a payment and digital product) comprises of four 
messages. The two parties involved in the protocol exchange their encrypted docu-
ments in the first two messages and then exchange the keys to decrypt them. The 
protocol is based on the idea of having each party verify the correctness of the key 
used to encrypt the document without seeing the key itself. The TTP can be contacted 
to recover the key if one party misbehaved. 
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The Alaraj and Munro [1, 15] protocol for exchanging digital products and pay-
ments consists of three messages to be exchanged between the customer (C) and the 
merchant (M). The messages are: M sends the encrypted digital product and its cer-
tificate to C; C verifies it and if satisfied sends to M the payment that is encrypted 
using a key that M already has; finally, the decryption key is sent to C by M when M 
is satisfied with the payment. If there is any dispute, the TTP will be contacted. This 
protocol enforces the customer to be honest because they cannot gain anything by 
being dishonest. Alaraj and Munro [2] extended the idea in this protocol to enforce 
the merchant to be honest. In this protocol C starts the exchange by sending an en-
crypted payment and its certificate to M, who verifies it and if satisfied, sends to C the 
digital product that is encrypted using a key that C already has. Finally, the decryption 
key is sent to M by C when C is satisfied. If there is any dispute, the TTP will be 
contacted to resolve the dispute.  

In this paper, we applied the techniques used in [1, 15, 2] to encourage both C and 
M to be honest. This paper presents an optimistic fair exchange protocol for exchang-
ing payment and digital product between customer and merchant. The proposed pro-
tocol allows both parties (customer and merchant) to check the correctness of the item 
of the other party before they send their items to them. Therefore, both parties are 
encouraged to be honest. The proposed protocol overcomes the drawbacks of the 
protocols in the literature. 

3   Encouraging Customer and Merchant Honesty (ECMH) 
Protocol 

3.1   Notations 

This section defines the notation used in this paper, some of which are similar to the 
ones appear in [7].  

• C: Customer  
• M: Merchant  
• TTP: Trusted Third Party which is a party neither M nor C that is trusted by 

all parties. TTP will not collude with any other party 
• D: Digital product 
• CA: Certificate Authority 
• CB: the customer’s Bank 
• desc.: description of digital product 
• h(X): a strong-collision-resistant one-way hash function, such as SHA-1 [14] 
• pkx = (ex, nx): RSA Public Key [13] of the party x, where nx is a public 

RSA modulus and ex is a public exponent 
• skx = (dx, nx): RSA Private Key [13] of the party x, where nx is a public 

RSA modulus and dx is a private exponent 
• kx: a symmetric key generated by x 
• P-Cert: Payment Certificate that is issued by CB. P-Cert contents are: 

o amount: the amount of payment 
o hP: hash value of payment 
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o heP: hash value of encrypted payment with kc 
o heKc: hash value of encrypted kc 
o Sig.CB: CB’s signature on P-Cert 

• D-Cert: Digital-product Certificate that is issued by CA. D-Cert contents are: 
o Price: price of D 
o d: Description of D 
o hD: hash value of D  
o heD: hash value of encrypted D with km 
o heKm: hash value of encrypted km 
o Sig.CA: CA’s signature on D-Cert 

• C.mt: the certificate for the shared public key between M and TTP; C.mt is 
issued by TTP. A standard X.509 certificate is used to implement C.mt [11] 

• C.ct: the certificate for the shared public key between C and TTP; C.ct is is-
sued by TTP. A standard X.509 certificate is used to implement C.ct [11] 

• enc.pkx(Y): RSA encryption of Y using the public key pkx (ex, nx). That is,  

enc.pkx(Y) = Y
ex

mod nx = Z 

• enc.skx(Z): RSA decryption of Z using the private key skx (dx, nx). That is, 

enc.skx(Z) = Z
dx

mod nx = Y 

• enc.kx(Y) : encryption of Y using a symmetric key kx (kx can also be used 
for decrypting enc.kx(Y)) 

• Sig.A (X): RSA signature of the party A on X i.e. encrypting the hash value 
of X using the private key skA (dA, nA) as follows:  

Sig. A (X) = ))(( xh
dA

mod nA  

• A → B: X: A sends message X to B 
• X + Y: concatenation of X and Y 
• ECMH protocol: Encouraging Customer and Merchant Honesty protocol 

which is the protocol presented in this paper 

3.2   Protocol Description 

This protocol is for exchanging a digital product D with a payment. It is assumed that 
the payment in the protocol is in the form of a payment order that is issued and signed 
by a customer’s bank and specifies the amount of payment to be paid, the payee and 
the payer. Double spending of the same payment is assumed to be detected and there-
fore will not occur. It is assumed that the communication channels between all parties 
(TTP, M and C) are resilient i.e. all sent messages will be received by their intended 
recipients [9]. C and M will agree on the TTP to be used in both the pre-exchange 
phase (by C) and the dispute resolution (by M) before they start the protocol.  

The trustworthiness of C is governed by two things which are the payment certifi-
cate (P-Cert) issued by CB and the public key certificate (C.ct) issued by TTP. There-
fore, the payment that will be sent by C is certified by CB; and the public key to be 
used by C to encrypt the key used to encrypt this payment is certified by TTP. The 
trustworthiness of M is also governed by two things which are the digital product 
certificate (D-Cert) issued by CA and the public key certificate (C.mt) issued by TTP. 
Therefore, the digital product that will be sent by M is certified by CA; and the public 
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key to be used by M to encrypt the key used to encrypt this digital product is certified 
by TTP. Therefore, this protocol encourages both C and M to be honest by sending 
correct items as each party will be able to detect if the received item is incorrect. 

The scenario of this protocol is like C and M exchanging their encrypted items 
(payment and digital product) and their certificates. These encrypted items and their 
certificates will test the trustworthy of each party. If the parties found that the other 
party is trustworthy then they will complete the exchange otherwise they abort it.  

3.2.1   Pre-exchange Phase  
In the pre-exchange phase (Fig 1), C needs to get the certificate C.ct of the shared 
public key from TTP to be used to encrypt the key used to encrypt the payment (PE-
b-M1 of Fig1). C also needs to get the payment and its certificate P-Cert from CB 
(PE-b-M2 of Fig1). The P-Cert is unique for each transaction (completed exchange) 
because the payment can only be used once. Also in the pre-exchange phase M needs 
to get the certificate C.mt of the shared public key from TTP to be used to encrypt the 
key used to encrypt D (PE-a-M1 of Fig1). M also needs to get the digital product (D) 
and its certificate D-Cert from CA (PE-a-M2 of Fig1), (the CA can be thought of as 
the producer of the digital product). 

In this protocol, there are two public keys to be shared. The first one is shared be-
tween TTP and C. The other one is shared between TTP and M. The way in which 
these keys are shared is as follows. 

• Each party (C, M and TTP) has its own public and private keys. The TTP’s 
public key is denoted as pkt = (et, nt) and its corresponding private key is 
denoted as skt = (dt, nt). While C’s public key is denoted as pkc = (ec, nc) 
and its corresponding private key is denoted as skc = (dc, nc); and M’s pub-
lic key is denoted as pkm = (em, nm) and its corresponding private key is 
denoted as skm = (dm, nm). 

• The shared public key between C and TTP is denoted as pkct = (ect, nct) and 
its corresponding private key is denoted as skct = (dct, nct). The nct is a 
product of two distinct large primes chosen by TTP.  

 

Fig. 1. Pre-exchange phase 
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• The shared public key between M and TTP is denoted as pkmt = (emt, nmt) 
and its corresponding private key is denoted as skmt = (dmt, nmt). The nmt 
is a product of two distinct large primes chosen by TTP 

3.2.2   The Exchange Phase 
It is assumed that the exchange phase will take place after C finds the wanted digital 
product (D) with M (either in M’s website or through the search engines). It is also 
assumed that this phase will take place after C and M agree on the digital product and 
negotiated the price. Hence this phase is about the actual exchange of payment and 
digital product D. 

 

Fig. 2. The exchange phase 

There are four messages to be exchanged between M and C in the exchange phase 
(Fig 2). These four messages are as follows. 

[E-M1] C → M: desc + enc.kc(payment) + P-Cert + C.ct+ enc.pkct(kc) + 
Sig.c(payment) 

C sends to M message E-M1 which contains the following:  

• desc: specifies what C wants from M i.e. description of D that C wants (the 
description can be the digital product ID) 

• enc.kc(payment): the payment that is encrypted with the key kc. kc is gen-
erated by C 

• P-Cert: the payment certificate that is issued by CB 
• C.ct: the shared public key certificate that is issued by TTP 
• enc.pkct(kc): the key kc (that is used to encrypt the payment) is encrypted 

using the shared public key pkct that is certified in C.ct 
• Sig.c(payment): C’s signature on the payment. This signature can serve as 

non-repudiation of origin which allows M to be sure that the payment is sent 
by C. As explained in the notations section, C’s signature on payment is the 
encryption of the hash value of payment using C’s private key skc 
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[E-M2] M → C: enc.km(D) + D-Cert + C.mt + enc.pkmt(km) + Sig.m(D) 
On receiving message E-M1 from C, M checks the correctness of enc.kc(payment), 
enc.pkct(kc), P-Cert and C.ct. The correctness of P-Cert can be checked by verifying 
CB’s signature on P-Cert. Also the correctness of C.ct can be checked by verifying 
TTP’s signature on C.ct. 

To check that the encrypted payment is correct, M needs to check three things (1) 
the amount field in P-Cert against the price field in D-Cert that M has. This is to make 
sure that the payment meets the asked price; (2) the payment itself; and (3) the 
encrypted payment with kc i.e. enc.kc(payment).  

To check the correctness of payment, M needs to get the hash value of payment 
(HP) by decrypting Sig.c(payment) using C’s public key pkc (the public keys of all 
parties are publicly available) and then compare it with hash value of payment (hP) 
that is included in P-Cert. That is, to check the following: 

HP ?= hP 

If they are the same then M can be sure that the actual payment is correct.  
To check the correctness of the encrypted payment enc.kc(payment), M computes 

the hash value of enc.kc(payment) (HeP) and then compare it with the hash value of 
encrypted payment with kc i.e. heP which is included in P-Cert (note that it is as-
sumed that M will use the same function used by CB to compute the hash value). That 
is, to check the following: 

HeP ?= heP 

If they are the same then M can be sure that C encrypted the payment using kc and 
not another key. 

M also needs to check the correctness of kc which is used to encrypt payment. To 
do so, M computes the hash value of enc.pkct(kc) (HeKc) and then compare it with 
heKc that is included in P-Cert, so M will check the flowing: 

HeKc ?= heKc 

If they are the same then M can be sure that the encrypted key is kc and not another 
key. The point here is to make sure that C is honest by sending the key used to en-
crypt the payment.  

Therefore, if all comparisons are correct then, at this point, M will have the follow-
ing fact. The encrypted payment is correct (i.e. it is the one described in P-Cert) and it 
is indeed encrypted with kc. In addition, the encrypted key in enc.pkct(kc) is indeed kc 
and not another key. The shared public key pkct used to encrypt kc is certified by 
TTP. Therefore, once M got the private key (skct) of the shared public key then M 
will be able to get the payment (by first decrypting enc.pkct(kc) to get kc and then 
decrypting enc.kc(payment) using kc). 

Now, it is M’s choice to complete the exchange or abort the protocol. If M wants to 
exchange D for the payment then M sends (in E-M2) the following:  

• enc.km(D): the digital product D that is encrypted with the key km that is 
generated by M 

• D-Cert: the digital product certificate that is issued by CA 
• C.mt: the shared public key certificate that is issued by TTP 
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• enc.pkmt(km): the key km, that is used to encrypt D, encrypted using the 
shared public key pkmt that is certified in C.mt 

• Sig.m(D): M’s signature on D. This signature can serve as non-repudiation 
of origin which allows C to be sure that D is sent by M. As explained in the 
notations section, M’s signature on D is the encryption of the hash value of 
D using M’s private key skm 

Note that if M decides to abort the transaction after receiving message E-M1 and 
before sending message E-M2 to C then neither M nor C lose anything.  

[E-M3] C → M: enc.pkm(skct) 
On receiving message E-M2 from M, C checks the correctness of enc.km(D), 
enc.pkmt(km), D-Cert and C.mt. The correctness of D-Cert can be checked by 
verifying CA’s signature on D-Cert. Also the correctness of C.mt can be checked by 
verifying TTP’s signature on C.mt. 

To check the correctness of D, C needs to check two things which are the digital 
product D itself and the encrypted D with km i.e. enc.km(D). Firstly, to check the 
correctness of D, C needs to get the hash value of D (HD) by decrypting Sig.m(D) 
contained in message E-M2 using M’s public key pkm (the public keys of all parties 
are publicly available) and then compare it with hash value of D (hD) contained in D-
Cert. That is, to check the following:  

HD ?= hD 

If they are the same then C can be sure that the actual D is correct. Secondly, to 
check the correctness of the encrypted D enc.km(D), C computes the hash value of 
enc.pkmt(D) (HeD) and then compare it with the hash value of encrypted D with km 
i.e. heD which is contained in D-Cert (note that it is assumed that C will use the same 
function used by CA to compute the hash value) i.e. to check the following: 

HeD ?= heD 

If they are the same then C can be sure that M encrypted D using km and not an-
other key.  

C also needs to check the correctness of km which is used to encrypt D. To do so, 
C computes the hash value of enc.pkmt(km) (HeKm) and then compares it with heKm 
that is included in D-Cert, so C will check the flowing: 

HeKm ?= heKm 

If they are compared then C can be sure that the encrypted key is km and not an-
other key. The point here is to make sure that M is honest by sending the key used to 
encrypt D.  

Therefore, if all comparisons are correct then, at this point, C will have the follow-
ing fact. The encrypted D is correct (i.e. it is the one described in D-Cert) and it is 
indeed encrypted with km. In addition, the encrypted key in enc.pkmt(km) is indeed 
km and not another key. The shared public key pkmt used to encrypt km is certified by 
TTP. Therefore, once C got the private key (skmt) of the shared public key then C will 
be able to get D (by first decrypting enc.pkmt(km) to get km and then decrypting 
enc.km(D) using km). 
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Now, it is C’s choice to complete the exchange or abort the protocol. If C wants to 
exchange the payment for D then C sends to M the decryption key skct encrypted 
using M’s public key pkm to allow M be able to decrypt the encrypted payment. 

Note that C must be sure that the encrypted D matches their requirements as 
explained earlier, otherwise C will be at risk if they send message E-M3 to M because 
when C sends to M the decryption key then this means that they are satisfied with E-
M2 and hence M will be able to decrypt the payment. 

Note that if C decides to abort the transaction after receiving message E-M2 and 
before sending message E-M3 to M then neither C nor M lose anything. But once C 
sends message E-M3 to M then the transaction must be completed and the protocol 
will guarantee that the exchange of payment and D will be fair if the sent items are as 
they described i.e. the payment matches the price that appears in message E-M2 and 
also the digital product matches desc that appears in message E-M1. 

[E-M4] M → C: enc.pkc(skmt) 
On receiving message E-M3, M decrypts enc.pkm(skct) using M’s private key skm to 
get the private key skct. Once M got skct then they decrypt enc.pkct(kc) to get kc that 
can be used to decrypt the encrypted payment received in E-M1.  

If C encrypted the payment using different key (i.e. M was not able to decrypt the 
encrypted payment using kc) then M ignores the transaction and aborts the protocol. If 
however M managed to get the payment correctly then M sends to C in E-M4 the 
decryption key skmt that is encrypted using C’s public key.  

On receiving message E-M4, C decrypts enc.pkc(skmt) using C’s private key skc to 
get the private key skmt. Once C got skmt then they decrypt enc.pkmt(km) to get km 
that can be used to decrypt the encrypted D received in E-M2.  

If M encrypted D using different key (i.e. C was not able to decrypt the encrypted 
D using km) then C contacts TTP for resolution (as will be explained in the next sec-
tion). If however C managed to get D correctly then the protocol finishes and the fair 
exchange of payment and digital product is ensured. 

3.2.3   After Exchange (Dispute Resolution) 
All disputes requests, if any, will come from C because M will not need to raise dis-
putes as they get the decryption key of the encrypted payment and decrypt it before 
they send the decryption key of the digital product to C. Therefore, if C has a dispute, 
the following messages are executed (see Fig 3): 

[DR-M1] C → TTP: D-Cert + C.mt + C.ct + enc.pkt(skct)  + Sig.m(D) 
In case C has a dispute, they need to send to TTP the following: D-Cert, C.mt, C.ct , 
enc.pkt(skct) and M’s signature on D that has been received in message E-M2 of the 
exchange phase. 

[DR-M2] TTP → M: enc.pkm(skct) 
On receiving message DR-M1 above, TTP will check the correctness of D-Cert, C.mt, 
C.ct by checking their signatures. If they are correct then TTP will decrypt the signa-
ture of M on D. That is, TTP decrypts Sig.m(D) to get the hash value of D included in 
the signature and then compares it with the hash value of D (hD) which is included in 
D-Cert. If TTP managed to decrypt Sig.m(D) correctly and the two hashes 
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Fig. 3. Dispute resolution 

are the same then TTP is sure that M was satisfied with the payment that C sent to 
them in message E-M1 of the exchange phase. This is because no other party can sign 
D as it needs M’s private key which is only held by M. If M was not satisfied then 
they would not send Sig.m(D) to C in message E-M2. In other words, M will send 
message E-M2 (which includes Sig.m(D)) only if they are sure that the payment sent 
by C is correct. If TTP found the signature of M is correct then TTP sends to M the 
decryption key skct (encrypted with M’s public key) to be used to get kc that decrypts 
the encrypted payment. The reason for sending the decryption key skct to M (as M is 
not the one who raises the dispute) is because C may have not sent the decryption key 
to M in message E-M3 or has sent incorrect decryption key.  

Otherwise, if TTP found that the signature of M is incorrect then TTP sends an 
abort message to C and nothing will be sent to M. 

[DR-M3] TTP → C: enc.pkc(skmt) 
              OR 
                TTP → C: aborts; 

This is the same process for message DR-M2 above, if TTP found that Sig.m(D) is 
correct then TTP sends to C the decryption key skmt (encrypted with C’s public key) 
to be used to get km that decrypts the encrypted D. Otherwise if Sig.m(D) is incorrect 
then TTP sends an abort message to C. 

It is clear that if either C has sent incorrect decryption key skct to M or C has not 
sent the decryption key at all in message E-M3 then C will not get an advantage over 
M because the TTP will check DRM1 that C send to the TTP in order to check the 
signature of M. If the signature is correct then the TTP will send the decryption keys 
to both parties (C and M) to ensure fairness. Therefore, the fairness is ensured for 
both C and M. However, if the signature of M is incorrect then the TTP will reject C’s 
request for the dispute. 

As can be seen in the dispute resolution phase, the TTP does not need to have both 
C and M to be involved in order for the dispute to be resolved; rather only the dispu-
tant (C in this protocol) and the TTP will be involved. That is, the TTP does not need  
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to contact M to verify whether or not they have received the correct decryption key; 
rather TTP asks C to provide all evidences and finally will makes the resolution. M 
will only be contacted by the TTP if the dispute has a resolution. Therefore, this will 
reduce the number of messages needed to resolve dispute and as a result will reduce 
the load on the communication channels. 

4   The Protocol Analysis 

In ECMH protocol, the only party to raise a dispute is C. The following scenarios are 
presented and studied (Note that after C and M exchange their encrypted items in 
messages E-M1 and E-M2, they exchange the decryption keys): 

• C received a correct decryption key, and M either received incorrect decryption 
key or has not received the decryption key at all. This case is not applicable in 
the ECMH protocol because C has to send a correct decryption key to M to be 
able to receive the correct decryption key from M 

• C has either received incorrect decryption key or not received the decryption key 
at all, and M received the correct decryption key. In this case C will make a dis-
pute to TTP as explained in section 3.2.3 

• Both C and M have not received any decryption keys from each other. So, no 
dispute will be made as both of them have not revealed their items (the decryp-
tion keys). This represents the case where C received E-M2 and did not send E-
M3 to M or the case where C sends E-M1 to M but M does not send E-M2 to C 

• Both C and M have received incorrect items (decryption keys) from each other. 
That is, C received incorrect decryption key and M received incorrect decryption 
key. This case is not applicable in the ECMH protocol because C has to send a 
correct decryption key to be able to receive the correct decryption key from M. 
So, if M found that the decryption key is incorrect then M will not send to C nei-
ther correct the decryption key nor incorrect decryption key 

• C received incorrect decryption key and M has not received the decryption key 
at all. This case is not applicable in the ECMH protocol because C has to send a 
correct decryption key to M to be able to receive the correct decryption key from 
M. So, if M has not received the decryption key then M will not send the decryp-
tion key at all 

• C has not received the decryption key at all and M received incorrect decryption 
key. This case is normal to occur because if C sent incorrect decryption key then 
M will not send their decryption key to C. Therefore, if this case occurs then for 
C to raise a dispute to the TTP, C needs to send to the TTP a correct DR-M1 (see 
message DR-M1 in section 3.2.3). If C sends the correct DR-M1 to the TTP then 
the TTP will make a resolution to both C and M. However, if the TTP found that 
DR-M1 is incorrect then C’s dispute will be rejected  

It is clear how the design of the ECMH protocol reduces the possibilities for having 
disputes. Additionally, in the ECMH protocol only C will raise disputes as M will not 
send their item unless the item of C is correct. As a result, the possibilities for dis-
putes are reduced by preventing them.  
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In addition to the previous cases, the following cases (scenarios) are studied: 

• C disputes to the TTP that they have received incorrect digital product: this 
scenario is not possible because D-Cert guarantees that the digital product is 
correct; and if C found that the digital product is incorrect or not the same as 
they wanted then they should have not sent to M the decryption key in E-M3. 
So, it is C’s fault to send to M the decryption key if they have a doubt about 
the digital product. But once C sends to M the decryption key then this means 
that they are satisfied with the digital product. Therefore, this scenario will not 
happen because C knows the rules of the protocol which allow C to check the 
digital product before they send the decryption key to M; and as a result C will 
not put themselves at risk 

• It is clear that M will not raise a dispute because M will receive from C the de-
cryption key skct and get the payment before they send the decryption key 
skmt to C. However, the following scenarios are studied: 
o M claims that they have received incorrect payment from C: this will not 

occur because if M received incorrect payment then they will not send the 
encrypted digital product in message E-M2 and hence no one will get ad-
vantage over the other party. However, once M sends message E-M2 to C 
then this means that they are satisfied with the encrypted payment 

o M claims that they have not received the decryption key skct: this is not 
applicable in this protocol because if the decryption key is not received 
then no party is hurt and the fairness is not compromised. The reason for 
not receiving the decryption key skct may be because C is not satisfied 
with the encrypted digital product 

o M claims that they have received incorrect decryption key skct from C: 
this is not applicable in this protocol because if the decryption key is in-
correct then no party is hurt and the fairness is not compromised as if the 
skct is incorrect then M will not their decryption key (skmt) to C. 

5   Comparisons 

The ECMH protocol presented in this paper has been compared to some of the proto-
cols described in the literature that have the same characteristics in that they are used 
for exchanging digital products and payments and are based on RSA [13]. Thus 
ECMH protocol is compared to Ray et al [9] (denoted as Ray protocol) and Zhang et 
al [12] (denoted as Zha protocol). 

The comparisons are made using the following criteria. (1) number of messages in 
both the exchange and dispute resolution phases, (2) whether or not the TTP needs to 
hold a copy of an item to be exchanged, (3) whether or not all parties (M and C) will 
be involved to allow the TTP to resolve any disputes, and (4) number of modular 
exponentiations in both the exchange and dispute resolution phases. The modular 
exponentiations are considered to be the most expensive operation [7].  

The Ray et al [9] paper did not give details of the dispute resolution phase so the 
number of messages and the number of modular exponentiations had to be estimated 
manually. In addition, the number of modular exponentiations for Zha’s protocol has 
also been estimated manually. 
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As can be seen in Table 1, all protocols have the same number of messages be-
tween C and M in the exchange phase. Ray’s protocol lets the TTP hold M’s item 
before the exchange between C and M takes place. This requires more storage and 
security assurance to be added to the TTP’s jobs. Additionally, this may compromise 
the confidentiality of the items to be exchanged.  

The Ray protocol requires both parties (C and M) to be contacted by the TTP when 
one party raises a dispute; whereas in the ECMH protocol and the Zha protocol only 
the disputant and the TTP will be involved. Involving both parties in dispute resolu-
tion would require more messages to be sent and hence more load on the communica-
tion channels. 

The ECMH protocol has the lowest number of modular exponentiations needed to 
generate and verify messages in the exchange phase. While ECMH protocol has more 
modular exponentiations in the dispute resolution phase. However, most of modular 
exponentiations in ECMH protocol are for adding more security assurances such as 
encrypting the content of messages to prevent any other party (not those involved in 
the protocol) from gaining any useful information. This means that, 4 out of 14 modu-
lar exponentiations in the exchange phase and 6 out of 9 modular exponentiations in 
the dispute resolution phase are for adding such security assurances. The implication 
of this is that if there is an assumption that the channels are secured then the number 
of modular exponentiations are 10 and 3 for the exchange phase and dispute resolu-
tion phase, respectively.  

Table 1. Protocols comparisons 

 Ray protocol [9] 
Zha protocol 

[12] 
ECMH 

protocol 

# messages (exchange phase) 4 4 4 

# messages (dispute resolu-
tion) 

3 to 5  3 3 

TTP hold item Yes No No 

Both parties are involved in 
dispute resolution 

Yes No No 

# modular exponentiations 
(exchange phase) 

27 20 14 

# modular exponentiations 
(dispute resolution phase) 

5 to 6  6 9 

6   Conclusion 

A new fair exchange protocol for exchanging digital products and payment has been 
presented in this paper. It comprises four messages to be exchanged between C and 
M. The protocol uses certificates that are issued by trusted parties such as a TTP, a 
CA and a CB. These certificates are P-Cert which allows M to check the correctness 
of payment, D-Cert which allows C to check the correctness of D, C.mt which allows 
C to check the origin of the key used to encrypt the key used to encrypt D and C.ct 
which allows M to check the origin of the key used to encrypt the key used to encrypt 
the payment. The only way in which M might misbehave after receiving the decryp-
tion key from C is by sending incorrect decryption key or by not sending it at all. This 
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can be resolved automatically and online by the help of TTP. The protocol guarantees 
strong fairness for both C and M. 
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